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SSCCIILLAABB  PPrrooggrraammmmiinngg,,  IIOO,,  aanndd  ssttrriinnggss
Programming is the basic skill for implementing numerical methods.  In this chapter we
describe the fundamental programming constructs used in SCILAB and present examples of
their applications to some elementary numerical methods.  The second part of this chapter is
dedicated at exploring input/output functions provided by SCILAB including operations with
files.  Finally, manipulation of strings in SCILAB is presented.

SCILAB programming constructs

SCILAB provides the user with a number of programming constructs very similar to those
available in FORTRAN and other high-level languages.  We present some of the constructs
below:

Comparison and Logical Operators
SCILAB comparison operators are

       == equal to
        < less than
        >  greater than
       <= less than or equal to
        >= greater than or equal to
<>    or  ~= not equal to

SCILAB logical operators are
        & and
         | or
         ~ not

As an example, try the following commands in SCILAB:
3 <> 2    <enter>
3 == 3    <enter>
(2>1)&(3>1) <enter>
(2>1)&(3>5) <enter>
(2<1)&(3>1) <enter>
(2<1)&(3>5) <enter>
(2>1) | (3>1) <enter>
(2>1) | (3>5) <enter>
(2<1) | (3>1) <enter>
(2<1) | (3>5) <enter>
~(2<1) <enter>
~(2>1) <enter>
~(2>1) | (3>5) <enter>
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Loops in SCILAB
SCILAB includes For and While loops.  The For loop is similar to the DO loop in FORTRAN or the
FOR..NEXT loop in Visual Basic.  The basic construct for the For loop is:

for index = starting_value : increment : end_value, …statements…, end
for index = starting_value : end_value, …statements…, end

If no increment is included it is supposed to be equal to 1.
For example, enter the following For loops in SCILAB:

r = 1; for k = 1:0.5:4, r = r+k, end <enter>
xs = -1.0; dx = 0.25; n = 10; for j = 1:n, x = xs + (j-1)*dx, end <enter>
for m = 1:10, a(m) = m^2, end <enter>
a <enter>

The basic construct for the While loop is:

while condition, …statements…, end

For example, try the following while loop:

s = 100; while s>50, disp(s^2), s = s - 5, end <enter>

For and while loops can be terminated with the command break, for example, try the
following:

for j = 1:10, disp(j), if j>5 then break, end, end <enter>

Conditional constructs in SCILAB
In the example above we used an if… then…end construct.  There are two type of conditional
constructs in SCILAB, one is the if-then-else-end construct (as in the example above) and the
second one is the select-case conditional construct.   Different forms of the if-then-else
construct are:

if condition then statement, end
if condition then statement, else statement, end
if condition then statement, elseif condition then statement, else statement, end

Try the following examples:

x = 10; y = 5; if x> 5 then disp(y), end <enter>
x = 3 ; y = 5;  if x>5 then disp(y), else disp(x), end <enter>
x = 3; y = 5; z = 4; if x>5 then disp(x), elseif x>6 then disp(y), else disp(z), end <enter>

The general form of the select-case construct is:

select variable, case n1, statement, case n2, statement, …, end

Try the following examples:
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x = -1; select x, case 1, y = x+5, case -1, y = sqrt(x), end <enter>
r = 7; select r, case 1, disp( r), case 2, disp(r^2), case 7, disp(r^3), end <enter>

All these constructs can be programmed in files following a structure similar to FORTRAN or
Visual Basic programs, and then executed from within SCILAB.  Such files are referred to as
scripts.  For example, type the following SCILAB script into a file called program1.txt:

clear    //erase all variables
x = [10. -1. 3. 5. -7. 4. 2.];
suma = 0;
[n,m] = size(x);
for j = 1:m

suma = suma + x(j);
end
xbar = suma/m;
xbar

Save it into the bin sub-directory.  Within SCILAB type:

exec('program1.txt') <enter>

Note that since x is a row vector (actually a matrix with n = 1 row and m = 7 columns), the size
function provides you with an array of two values in the statement [n,m] = size(x).  Then, m
is used in the for loop and in the calculation of xbar.

As an alternative to using a row (or column) vector is the use of lists.  A list is a collection of
data objects not necessarily of the same type.  In the following example we limit ourselves to
using lists of numbers.  To define a list we use the list command, for example, try:

y = list(0., 1., 2., 3., 4., 6.) <enter>
size(y) <enter>

In this case, the size of the list, unlike that of a vector or matrix, is provided as a single
number.  A modified version of the script in program1.txt is shown below.  Type this file into
program2.txt and save it in the bin sub-directory under the SCILAB directory:

//Same as program1.txt, but using lists
clear    //erase all variables
x = list(10., -1., 3., 5., -7., 4., 2.);
suma = 0;
n = size(x);
for j = 1:n

suma = suma + x(j);
end
xbar = suma/n;
n
xbar

To run the script, from within SCILAB type:

exec('program2.txt')<enter>
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Functions in SCILAB

Functions are procedures that may take input arguments and return zero, one or more values.
Functions are defined either on line, using the deff command, or as a separate file that needs
to be loaded using the getf command.  Following some examples of on-line functions are
presented:

deff('[z]=Euler(r,theta)','z=r*exp(%i*theta)') <enter>
Euler(1.0,-%pi/2) <enter>

deff('[r,theta]=cartpol(x,y)',['r=sqrt(x^2+y^2)'; 'theta=atan(y,x)']) <enter>
[radius,angle] = cartpol(3., 4.) <enter>

These functions could have been defined by using the Define User Function… option in SCILAB's
Functions menu.   For example, select this option and enter the following (your reply is shown
in italics):

(1) Name of output variable? x,y [OK];
(2) Name for function? polcart[OK];
(3) Variable/s? r,theta [OK];
(4) Code? ['x=r*cos(theta)','y=r*sin(theta)'][OK].

SCILAB's response is:

! deff('[x,y]=polcart(r,theta)',['x=r*cos(theta)';'y=r*sin(theta)]).

Try the following application:

[h,v] = polcart(10.0,%pi/6) <enter>
polcart(100.0,%pi/3) <enter>

The last command will give you only the result for y since the function call was not assigned to
an array as in the first case.

Functions defined in files must start with the command

Function [y1,…,yn] = fname(x1,…,xm)

Where fname is the function name, [y1,…,yn] is an array of output values, and x1,…,xm are the
input values.  Type in the following function into a file called sphecart.txt using a text editor
(e.g., NOTEPAD, or PFE):

function [x,y,z] = sphecart(r,theta,rho)
//conversion from spherical to Cartesian coordinates
x = r*cos(rho)*cos(theta)
y = r*cos(rho)*sin(theta)
z = r*sin(rho)

In SCILAB load the function using:

getf('sphercart.txt') <enter>
[x1,y1,z1]=sphercart(10.0, %pi/3, %pi/6) <enter>
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Notice that SCILAB on-line functions are similar to FORTRAN function declarations, while
SCILAB functions defined in files are similar to FORTRAN or Visual Basic function sub-programs
or subroutines.  The main difference is that FORTRAN and Visual Basic functions can only return
one value, while SCILAB functions can return zero, one or more values.

Global and local variables
A global variable is one define in the main SCILAB environment, while a local variable is one
defined within a function.  If a variable in a function is not defined, or is not among the input
parameters, then it takes the value of a variable of the same name that exist in the calling
environment.  This variable remains local in the sense that modifying it within the function
does not alter its value in the calling environment unless the command resume is used.
For example, using the function sphercart, try the following:

clear
getf('sphercart.txt') <enter>
theta = %pi/3 <enter>
rho = %pi/6 <enter>
[x,y,z] = sphercart(10.0,theta)<enter>

Since rho is defined in the calling environment, even though that value is missing in the calling
sequence to the function sphercart, it takes the value of rho in the calling environment.

Note that it is not possible to call a function if one of the parameters in the calling sequence is
not defined.  Try the following:

clear
getf('sphercart.txt') <enter>
theta = %pi/3 <enter>
[x,y,z]=sphercart(10.0,%pi/3,rho) <enter>

Because rho is not defined in this case, the function can not be evaluated.

Special function commands
These are SCILAB command used almost exclusively in functions:

argn: returns the number of input and output arguments of the function
error: suspends a function's operation, prints an error message, and returns to previous
environment level if an error is detected
warning: prints a warning message
pause: temporarily suspends the operation of a function
break: forces the end of a loop
return or resume: use to return to the calling environment and to pass local variables from
the function environment to the calling environment.

For additional information use the help feature in SCILAB with these functions.  The following
example illustrate the use of some of these special function commands.  Enter the function in a
file called func1.txt, and save it in the bin sub-directory of SCILAB:
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function [z] = func1(x,y)
[out,in]=argn(0)
if x == 0 then

error('division by zero');
end,
slope = y/x;
pause,
z = sqrt(slope);
s = resume(slope);

Then, within SCILAB enter the following:

clear <enter>
getf('func1.txt') <enter>
z = func1(0,1) <enter>
z = func1(2,1) <enter>

In the second call to func1, the -1-> prompt indicates a pause mode.  The function operation
is temporarily suspended.  The user can, at this point, examine values calculated inside the
function, plot data, or perform any SCILAB operation.  Control is returned to the function by
typing the command return <enter> (resume can also be used here).  Operation of the function
can be stopped by using quit or abort.  When return (or resume) is used, the function
calculates and reports the value of z.  Also available in the environment is the local variable s
which is passed to the global environment by the resume command within the function.  Type s
<enter> to see the value of s.

Debugging
The simplest way to debug a SCILAB function is to use a pause command in the function.  When
this command is encountered the function stops and the prompt -1-> is shown.  This indicates
a different "level" of calculation that can be used to recall variable values including global
variables from the calling environment, experiment with operations, produce a graph if
needed, etc.   Using a second pause will produce a new level characterized by the prompt -2-
>, and so on.  The function resumes execution by typing the command return or resume, at
which point the variables used at the higher level prompts are cleared.  Execution of the
function can be interrupted with the command abort.

An additional feature for debugging that is available in SCILAB is the insertion of breakpoints in
the function.  These are pre-identified points in the function to which you can access during
the function execution to check the values of the variables or perform other operations.  Check
the commands setbpt, delbpt, and disbpt.

You can also trap errors during the function execution by using the commands errclear and
errcatch.  Check these commands using SCILAB help.  At a higher level of expertise in SCILAB
debugging the user can try the function debug(i) where i = 0, 1, 2, 3, 4, denotes a debugging
level.  Check out the debug function using help.
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An example of a function - Calculation of Frobenius norm of a
matrix.

This function is to be stored in file AbsM.txt within subdirectory bin in the SCILAB directory.
(Note: While the name of the file containing a function does not have to be the same as the
name of the function, it is recommended that they be the same to facilitate loading and
operation of the function).

The Frobenius norm of a matrix A = [aij] with n rows and m columns is defined as the square
root of the sum of the squares of each of the elements of the matrix, i.e.,

.||||
1 1

∑∑
= =

=
n

i

m

j
ijF aA

The function AbsM(A), listed below, calculates the Frobenius norm of a matrix:

function [v]=AbsM(A)
// This function calculates the Frobenius norm of a matrix
// First obtain the matrix size
[n m] = size(A);
// Then initialize suma and add terms a(i,j)^2
suma = 0;
for i = 1:n

for j = 1:m
suma = suma + A(i,j)^2;

end
end;
// take square root and show result
v = sqrt(suma);
// end of the function

Within SCILAB try the following commands to load and run the function for a particular case:

clear <enter>
getf('AbsM.txt') <enter>
R = [1. 3. 4. 2. <enter>
3. -2. 5. -7. <enter>
1.  3. 4. 5. ] <enter>
AbsM(R) <enter>

Functions are defined throughout the book in relation to different mathematical subjects, i.e.,
vectors, matrices, integrals, differential equations, etc.   The following sections of this chapter
deal with the subjects of input/output and string manipulation in SCILAB.
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Input/Output in SCILAB

Saving and loading variables.
To save variables in a file use the command save.  Let's try some examples:
A = [1. 2. 3.; -3. 4. 5.; 2. 4. 5.; 1. 3. 2.]; b = 1:10; <enter>
A <enter>
b <enter>
save('DataAb.dat', A,b)<enter>

Next, using NOTEPAD or PDE, open the file DataAB.dat in sub-directory bin of SCILAB.
You will notice that you cannot see the numbers in the file.  That is because they have
been saved in a binary format.  Let's clear the variables in SCILAB and re-load the
values of A and b using the command load:

clear <enter>
load('DataAb.dat') <enter>
A <enter>
b <enter>

Unformatted output to the screen
To print strings and variables without a format you can use the print function.   The
general form of the function is: print (unit or filename, x1, x2, (y1, .., )).  The unit
value for the screen is either 6 or %io(2).  Try the following examples:

x = 5; y = sin(%pi*x/10); r = 1:2:25; A = rand(5,3); <enter>
%io(2) <enter>
print(6,x,y) <enter>
print (6,A,r)<enter>
print(%io(2),x,y,r)<enter>
print(%io(2),A) <enter>

Notice that the function print, as with the function disp used earlier, prints the last
variable in the list first.  Try some more examples:

Print(6,x,'x value =') <enter>

Notice that, in this case, the string 'x value =' is printed together with the string 'x = ',
which is a default from the print command.  Therefore, it is not a good idea to include
an identifying string when using the print function to print to the screen.

Unformatted output to a file
You can use the print function to print to a filename, for example, try:

print('data1.txt',A,r)<enter>
print ('data2.txt',x,y)<enter>
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Next, using NOTEPAD open the files data1.txt and data2.txt.  Notice that the output
includes all the identifiers and brackets (!) provided by SCILAB.

Working with files.
The following command allows you to open a file:

[unit [,err]]=file('open', file-name [,status] [,access [,recl]] [,format])

file-name: string, file name of the file to be opened

status: string, The status of the file to be opened
"new"        : file must not exist new file (default)
"old"        : file must already exists.
"unknown"    : unknown status
"scratch"    : file is to be deleted at end of session

access: string, The type of access to the file
"sequential" : sequential access (default)
"direct"     : direct access.

format: string,
"formatted"  : for a  formatted file (default)
"unformatted" : binary record.

recl: integer, is the size of records in bytes when access="direct"

unit: integer, logical unit descriptor of the opened file

err: integer, error message number (see error), if open fails. If err is
omitted an error message is issued.

You can also use the command: file(action,unit)

where action is one of the following strings:
"close": closes the file.
"rewind": puts the pointer at beginning of file.
"backspace": puts the pointer at beginning of last record.
"last": puts the pointer after last record.

Once a file is open it can be used for input (read function) or output (write function).
Some examples of file opening, input and output are shown below.

Writing to files.
The following programs use the values of x, y, A, and r defined above.  In these
examples we open and write to files, and close them.  Notice that this command is
oriented towards printing matrices -- one at a time -- therefore, as shown in Example
2, it is better if you put together your data into a matrix before printing it.  Notice also
that the format part, which is enclosed between quotes, is basically a FORTRAN
format.



Download at InfoClearinghouse.com 11                                                   © 2001 Gilberto E. Urroz

•  Example 1.
u = file('open','data3.txt','new')<enter>
write(u,A,'(3f10.6)') <enter>
file('close',u)<enter>

•  Example 2.
x1 = 0:0.5:10 <enter>
x2 = x1^2 <enter>
B = [x1',x2'] <enter>
m = file('open','data4.txt','new')<enter>
write(m,B,'(2(f10.6,2x))') <enter>
file('close',m)<enter>

•  Example 3. Including labels.  Note: labels are written separated from the variables

A = rand(2,3); B = rand(2,3); C = A + B <enter>
u = file('open','data5.txt','new) <enter>
write(u,'this is matrix A','(a)') <enter>
write(u,A,'(3(f10.6,2x)') <enter>
write(u,'this is matrix B','(a)') <enter>
write(u,B,'(3(f10.6,2x)') <enter>
write(u,'this is matrix C = A + B','(a)') <enter>
write(u,C,'(3(f10.6,2x)') <enter>
file('close',u) <enter>

Reading from the keyboard
Reading from the keyboard can be accomplished by using the read function with unit
%io(1) or 5. The general form of the read function is:

[x]=read(file-description,n,m,[format]),

i.e., a variable must be assigned a value (could be a matrix of size n,m) during the
operation of read.  The file description can be a unit or number assigned to a file or to
the keyboard.  The format is not necessary.  Also, to read a single value use m = 1, n=
1, as shown below.
For example, type the following function into a file called inout.txt:

function inout()
//this script illustrates using read and write
write(%io(2),'Enter a real variable x:','(a)');
x = read (%io(1),1,1);
write(%io(2),'Enter a real variable y:','(a)');
y = read (%io(1),1,1);
z = x+y;
write(%io(2),'the sum of x and y is:','(a)')
write(%io(2),z,'(10x,e13.7)')
//end of function
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Within SCILAB, type the following commands, and responses to prompts:
Getf(‘inout.txt’) <enter>
inout( ) <enter>
1.2 <enter>
2.4 <enter>

Notice that the function inout has no arguments.  Still, in the function definition as
well as in the function call it has to have a pair of parentheses.

Reading from files
Use the same read command as used while reading from the keyboard, but using an
open file unit to read.  For example, suppose that you have a file called signal.txt,
containing the following values:

1.0 2.0 4.0
2.0 3.0 9.0
3.0 4.0 16.0
4.0 5.0 25.0
5.0 6.0 36.0
6.0 7.0 49.0

If you know the number of rows (n=6, in this case).  To read the matrix of values, use:

u=file('open','signal.txt','old') <enter>
A=read(u,6,3); <enter>
A<enter>

If the number of rows is unknown using n=-1 will ensure that the entire file is read.  It
is assumed that the file contains only the matrix of interest.  For example,

file('rewind',u) <enter>
B = read(u,-1,3); <enter>
B <enter>
file('close',u) <enter>

Manipulating strings in SCILAB

A string is basically text that can be manipulated through SCILAB commands.   Strings in SCILAB
are written between single or double quotes.   The following are examples of strings:

‘myFile’  ‘The result is: ‘  ‘a b c’ ‘abc’ ‘a’ ‘b’ ‘c’
“Text to be included”   “Please enter the graphic window number”  “1” “3” “5”
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String concatenation

The joining of two or more strings is called concatenation.  The plus symbol (+), when placed
between two strings concatenates the strings into a single one.  In the next example variables
s1, s2, and s3 are defined and concatenated:

-->s1 = 'The result from '
 s1  =

 The result from

-->s2 = 'multiplication '
 s2  =

 multiplication

-->s3 = 'is given below.'
 s3  =

 is given below.

-->sOut = s1 + s2 + s3
 sOut  =

 The result from multiplication is given below.

String functions

The function length determines the number of characters in a given string, for example:

-->length(sOut)
 ans  =

    46.

The function part allows the extraction of characters from a given string.  For example, to
extract the first character of a string use:

-->part('abcd',1)
 ans  =

 a

The next command extracts the first and second character of a string:

-->part('abcd',[1,2])
 ans  =

 ab

In the next example, characters 1 and 3 of the string are extracted:

-->part('abcd',[1,3])
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 ans  =

 ac

To extract a series of character, the characters’ positions in the string are indicated as a
sequence of values in the vector representing the second argument to function part:

-->part(sOut,[4:1:15])
 ans  =

  result from

The function strindex (string index), with a typical call of the form strindex(string1,string2)
determines the position of the first occurrence of sub-string string2 within string1.  For
example,

-->strindex(sOut,'mult')
 ans  =

    17.

Once the position of a sub-string has been determined you can use the function part to extract
that sub-string or other sub-string starting at that position.  For example, this function call
extracts characters 17 to 24 of string sOut:

-->part(sOut,[17:24])
 ans  =

 multipli

The function strsubst (string substitution), with a typical call of the form

strsubst(string1,string2,string3)

replaces sub-string string2 with sub-string string3 within string string1.  For example, the next
call to function strsubst replaces the sub-string ‘multiplication’ with ‘division’ within
string sOut:

-->strsubst(sOut,'multiplication','division')
 ans  =

 The result from division is given below.

Converting numerical values to strings

The function string is used to convert a numerical result into a string.  This operation is useful
when showing output from numerical calculations.   For example, the next SCILAB input line
performs a numerical calculation, whose immediate output is suppressed by the semi-colon,
and then produces an output string showing the result.   The output string produced consists of
the sub-string “The sum is” concatenated to the numerical result that has been converted to
a string with string(s).

-->s = 5+2; "The sum is " + string(s)
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 ans  =

 The sum is 7

The following command produces an array or vector of strings.   The strings in the vector
represent the numbers from 1 to 5.

-->sNum = string(1:5)
 sNum  =

!1  2  3  4  5  !

An attempt to add the first two elements of vector sNum produces instead their concatenation,
verifying that the elements are indeed strings, and not numbers:

-->sNum(1)+sNum(2)
 ans  =

 12

String catenation for a vector of strings

To generate a string consisting in inserting a particular sub-string between the characters of a
vector or array of strings use the function strcat (string catenation).  The next example
produces a string resulting from inserting the character ‘-‘ between the elements of sNum:

-->strcat(sNum,' - ')
 ans  =
 1 - 2 - 3 - 4 - 5

Converting strings to numbers

To convert a string representing numbers into their numerical equivalent you can use function
evstr (evaluate string).   The next command, for example, converts the string elements of
vector sNum, defined earlier, into their numerical equivalents:

-->nNum = evstr(sNum)
 nNum  =

!   1.    2.    3.    4.    5. !

The plus sign (+) applied to the two first elements of nNum would add, rather than
concatenate, those elements:

-->nNum(1) + nNum(2)
 ans  =

    3.
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The function evstr can be used to evaluate numerically any string representing number
operations.  Some examples are shown below:

-->evstr('2+2')
 ans  =

    4.

-->evstr('sin(%pi/6) + 1/3')
 ans  =

     .8333333

The following example uses function evstr to evaluate the numerical values defined in the
elements of a vector.   This particular example uses the values of a couple of variables, s and
m, which must be defined before attempting the evaluation of the strings.

-->s = 2, m = 3
 s  =

    2.
 m  =

    3.

-->evstr(['2' 'sqrt(s)' 'm + s'])
 ans  =

!   2.    1.4142136    5. !

Executing SCILAB statements represented by strings

To evaluate assignment statements or SCILAB commands defined by strings we use function
execstr (execute string).   For example,

-->execstr('a=1')

Although the statement a=1 is executed through the use of execstr, no output is produced.  To
check that the statement was indeed executed, request that SCILAB show the value of a:

-->a
 a  =

    1.

You can use execstr to evaluate a series of commands by placing the commands in an array or
vector:

-->execstr(['a=1','b=2','a+b'])

Once again, no output is shown, so the result from the last element in the vector is lost, but
variable b (from the second element in the vector) was indeed stored:
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-->b
 b  =

    2.

A second example of multiple statements executed through execstr follows:

-->execstr(['s=2' 'm=3' 'r=sqrt(s)' 'q=m+s'])

Check the results of the statements by using:

-->[s m r q]
 ans  =

!   2.    3.    1.4142136    5. !

The following example shows the execution of a small program whose lines are presented as
string elements of a vector:

-->execstr(['a=2' 'x=[]' 'for j = 1:4' 'x = [x a^j]' 'end'])

The result from the last command can be seen by entering:

-->x
 x  =

!   2.    4.    8.  16.  !

Producing labeled output in SCILAB
The following example shows a way to produce labeled output in SCILAB.  The data for the
output is contained in vector d of dimensions 1xm:

-->d = [0.5:0.25:1.5];

-->[n m] = size(d);        // m is the list of the

-->for j = 1:m, 'distance no. ' + string(j) + ' is ' + string(d(j)) + '.', end
 ans  =

 distance no. 1 is  .5.
 ans  =

 distance no. 2 is  .75.
 ans  =

 distance no. 3 is 1.
 ans  =

 distance no. 4 is 1.25.
 ans  =

 distance no. 5 is 1.5.
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Using the function disp

The previous result uses the variable ans to show each line of output.  This is the standard way
that SCILAB uses to show the current output.  The result shown above can be simplified even
further by using the function disp (display), as follows:

-->for j=1:m, disp('distance no. '+ string(j) + ' is ' + string(d(j)) + '.'),
end

 distance no. 1 is  .5.

 distance no. 2 is  .75.

 distance no. 3 is 1.

 distance no. 4 is 1.25.

 distance no. 5 is 1.5.

The function disp can be used to display any result, not only strings.  The following example
shows the function disp used with string as well as numerical output:

-->a = 2; A = [2,3;-1,4]; B = a*A;

-->disp('Matrix B is:'), disp(B)

 Matrix B is:

!   4.    6. !
! - 2.    8. !

__________________________________________________________________________________

The variable ans

The variable ans (answer) contains SCILAB’s current output.  You can refer to the last SCILAB
output by using the variable name ans.  For example, the following commands uses the
contents of ans to operate on the most recent SCILAB output:

-->3+2
 ans  =
    5.

-->exp(ans)
 ans  =
    148.41316

To verify that the result obtained is correct use:

-->exp(5)
 ans  =
    148.41316
__________________________________________________________________________________
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Exercises

[1]. Write a SCILAB function to calculate the factorial of an integer number:

n! = n⋅(n-1)⋅(n-2)…3⋅2⋅1

[2].  Write a SCILAB function to calculate the standard deviation of the data contained in a
vector x = [x1 x2 … x3].
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[3]. Write a SCILAB function to calculate the function defined by
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[4]. Plot the function h(ξ) in the interval -1<ξ<10.

[5].  Save the data used in exercise [4] into a text file, then, retrieve the data into vectors x
and y and calculate the mean and standard deviation of x and y using the function developed in
exercise [2].

[6].  Write a SCILAB function that finds the median of a data sample.  The median is defined as
that value located exactly in the middle of the data sample once it has been sorted in
increasing order.   The algorithm to find such value is given by:

xm = x(n+1)/2, if n is even

xm = (xn/2+x(n+2)/2), if n is odd

where n is the sample size.   To order the data sample you can use the SCILAB function sortup
(use -->help sort to find more about this function).

[7].   The coefficients of the binomial expansion

(a+b)n = C(n,0)an + C(n,1)an-1b + C(n,2)an-2b2 + … + C(n,n-1)abn-1+ C(n,n)bn,

are given by
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Write a SCILAB function that produces a table of binomial coefficients for n = 1, 2, …, 5.  Use
the function developed in exercise [1] to calculate factorials of integer numbers.

[8]. Write a SCILAB program to define a function given by
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Plot the function for 0 < x < 3.

[9].  Write a SCILAB function that request from the user the values of the bottom width (b) and
water depth (y) for a rectangular cross-section open channel (see figure below) and prints the
area (A = bh), wetted perimeter (P = b+2h), and hydraulic radius (R = A/P) properly labeled.
Try the function for values of b = 3.5 and y = 1.2.

[10].  Write a SCILAB function that request from the user the values of the initial position
(x0,y0) of a projectile, the initial velocity given as a magnitude v0, and an angle θ0, and the
acceleration of gravity g (see figure below).   The function also requests from the user an
initial time t0, a time increment ∆t, and an ending time tf.   The function produces a table of
values of the velocity components vx = v0 cos(θ0), vy  = v0 cos(θ0), the magnitude of the velocity,
v = (vx

2+vy
2)1/2, the position of the projectile, x = xo + v0 cos(θ0)t, y = yo + v0 sin(θ0)t - gt2/2, and

the distance of the projectile from the launching point, r0 = ((x-x0)
2+(y-y0)

2)1/2.    The function
also produces plots of x - vs. - t, y - vs. - t, r0 - vs. - t, and y - vs. -x in different graphic
windows.  [Note: to generate a new graphics window use the SCILAB command  --
>xset(‘window’,j) where j is the window number.]
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[11].  Suppose you want to plot the function r(θ) = 3.5(1 - cos(2 θ)).  Write a SCILAB function
that generates values of θ from 0 to 2π, calculates the values of r, and the Cartesian
coordinates x = r cos(θ), y = r sin(θ), and prints a table showing those values, i.e., θ, r, x, and
y.   The function also produces a plot of y-vs.-x.
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